**Unit 3: Numerical Differentiation and Integration**

**Numerical Differentiation**

Need for differentiation of a function arises quite often in engineering and scientific problems. If the function has a closed form representation in terms of standard calculus, then its derivatives can be found exactly. However, in many situations, we may not know the exact function. What we know is only the values of the function at a discrete set of points. For instance, we are given the distance travelled by a moving object at some regular time intervals and asked to determine its velocity at a particular time. In some other instances, the function is known but it is so complicated that an analytic differentiation is difficult. In both these situations, we seek the help of numerical techniques to obtain the estimates of function derivatives. The method of obtaining the derivative of a function using a numerical technique is known as numerical differentiation. There are essentially two situations where numerical differentiation is required.

1. The function values are known but the function is unknown. Such functions are called tabulated function
2. The function to be differentiated is complicated and therefore it is difficult to differentiate

In this unit we will discuss various numerical differentiation methods that could be applied to both tabulated and continuous functions

The derivative or differentiation of a function represents the rate of change of a variable with respect to another variable. For example, the velocity of a body is defined as the rate of change of location of the body with respect to time. The location is the dependent variable while time is independent variable. Now if we measure the rate of change of velocity with respect to time, we get the acceleration of the body. In this case, the velocity is the dependent variable while time is the independent variable. Numerical differentiation is the process of obtaining the value of the derivative of a function from a set of numerical values of that function.

**Differentiating Continuous Function**

Here we discuss the process of approximating the derivatives f’(x) of a function f(x), when the function itself is available. If the function becomes too complex, it is sometimes easier to differentiate numerically rather than analytically.

**Two Point Forward Difference Formula**

Taylor’s theorem says that if you know the value of a function f(x) at a point xi and all its derivatives at that point, provided the derivatives are continuous between xi and xi+1 then

f(xi+1) = f(xi)+f’(xi)(xi+1-xi)+ +….

Substituting for convenience h = xi+1-xi

f(xi+h) = f(xi)+f’(xi)++………..

or

f’(xi) = +E =

Here **E** is the error term in the approximation which is of the order of O(h). This equation is called **Two Point Forward Difference Formula**

**Algorithm**

1. Start
2. Read the value at which derivative is needed say x
3. Read interval gap, say h
4. Calculate f(xi) and f(xi+h)
5. Calculate d = f’(xi) = (f(xi+h)-f(xi)/h
6. Display the value derivative
7. Stop

**C Program for Two-Point Forward Difference Formula**

#include<stdio.h>

#include<conio.h>

#include<math.h>

#define PI 3.1416

#define f(x) sin(x)+1

int main()

{

float angle,h,x,d,x1,x2;

printf("Enter angle in degree\n");

scanf("%f",&angle);

printf("Enter increment\n");

scanf("%f",&h);

x = PI\*angle/180;

x1 = f(x+h);

x2 = f(x);

d = (x1-x2)/h;

printf("The value of derivative =%f\n",d);

getch();

return 0;

}

Output:

Enter angle in degree

45

Enter increment

0.1

The value of derivative =0.670602

**Example 1:** Find value of derivative at x=1 for the function f(x) = x2 by using h=0.2 and 0.05

Solution

For h=0.2

We know that,

f’(xi) =

Or f’(1) = = (1.44-1)/0.2 = 2.2

True value of derivative at x =1 is

f(x) = 2\*x = 2

Error = |(2-.2.2)/2|\*100 =10%

For h=0.05

We know that,

f’(xi) =

Or f’(1) = = (1.1025-1)/0.05 = 2.05

Error = |(2-.2.05)/2|\*100 =2.05%

Form this example; it is clear that error decreases as the value of h becomes smaller

Example 2 : Find the value of derivatives at x=450 for the function f(x) = sinx+1 by using h = 0.1 and 0.001.

Solution:

Angle in degree = 45

Angle in radian = (3.1416\*45)/180 = 0.788

We know that,

f’(xi) =

Or f’(450) = = (0.776-709)/0.1 = 0.67

True value of derivative at 450 is

F’(x) = cos x = 0.705

Error = |(0.705-0.67)/0.705| = 0.049 = 4.9%

For h=0.01

We know that,

f’(xi) =

Or f’(450) = = (0.716-709)/0.01 = 0.70

True value of derivative at 450 is

F’(x) = cos x = 0.705

Error = |(0.705-0.70)/0.705| = 0.007 = 0.7%

**Two Point Backward Difference Formula**

Taylor’s theorem says that if you know the value of a function f(x) at a point xi and all its derivatives at that point, provided the derivatives are continuous between xi and xi+1 then

f(xi+1) = f(xi)+f’(xi)(xi+1-xi)+ +….

Note that xi+1 is the point behind xi. Substituting for convenience h = xi+1-xi

f(xi-h) = f(xi)-f’(xi)h++………..

or

f’(xi) = +E =

Here **E** is the error term in the approximation which is of the order of O(h). This equation is called **Two Two Point Backward Difference Formula**

Algorithm for Two Point Backward Difference Formula

1. Start
2. Read the value at which derivative is needed say, x
3. Read interval gap, say h
4. Calculate f(xi) and f(xi-h)
5. Calculate d = f’(xi) = (f(xi)-f(xi-h)/h
6. Display the value of derivative
7. Stop

**C Program for Two Point Backward Difference Formula**

#include<stdio.h>

#include<conio.h>

#include<math.h>

#define PI 3.1416

#define f(x) sin(x)+1

int main()

{

float angle,h,x,d,x1,x2;

printf("Enter angle in degree\n");

scanf("%f",&angle);

printf("Enter increment\n");

scanf("%f",&h);

x = PI\*angle/180;

x1 = f(x-h);

x2 = f(x);

d = (x2-x1)/h;

printf("The value of derivative =%f\n",d);

getch();

return 0;

}

Output:

Enter angle in degree

45

Enter increment

0.1

The value of derivative =0.741253

**Example 1: Find value of derivative at x=1 for the function f(x) = x2 by using h=0.2 and 0.05**

**Solution**

For h=0.2

We know that,

f’(xi) =

Or f’(1) = = (1-0.64)/0.2 = 1.8

True value of derivative at x =1 is

f(x) = 2\*x = 2

Error = |(2-1.8)/2|\*100 =10%

For h=0.05

We know that,

f’(xi) =

Or f’(1) = = (1-0.9025)/0.05 = 1.95

Error = |(2-.1.95)/2|\*100 =2.5%

Form this example; it is clear that error decreases as the value of h becomes smaller

**Example 2: Find the value of derivatives at x=450 for the function f(x) = sinx+1 by using h = 0.1 and** 0.001.

**Solution:**

Angle in degree = 45

Angle in radian = (3.1416\*45)/180 = 0.788

We know that,

f’(xi) =

Or f’(450) = = (f(0.788)-f(0.688))/0.1 = (0.709-0.635)/0.1 = 0.74

True value of derivative at 450 is

F’(x) = cos x = 0.705

Error = |(0.705-0.74)/0.705| = 0.049 = 4.9%

For h=0.01

We know that,

f’(xi) =

Or f’(450) = = (f(0.788)-f(0.778)/0.01 = (0.709-0.702)/0.01 = 0.70

True value of derivative at 450 is

F’(x) = cos x = 0.705

Error = |(0.705-0.70)/0.705| = 0.007 = 0.7%

**Three Point Formula**

From Taylor series, we have

f(xi+h) = f(xi)+ f’(xi)h+ h2+……………. (1)

f(xi-h) = f(xi) -f’(xi)h+ h2+……………. (2)

Subtracting equation (2) from equation (1) we get

f(xi+h)-f(xi-h) = f’(xi)2h+ h2………………….

Or

F’(xi) = +E =

Hence, we have obtained a more accurate formula as the error is of order of O(h2). This equation is called **Three Point Formula**

**Algorithm for Three Point Formula**

1. Start
2. Read the value at which derivative is needed, say x
3. Read interval gap say h
4. Calculate f(xi) and f(xi+h)
5. Calculate d = f’(xi) = f(xi+h)-f(xi-h)/2h
6. Display the value of derivative
7. Stop

**C program for Three Point Formula**

#include<stdio.h>

#include<conio.h>

#include<math.h>

#define PI 3.1416

#define f(x) sin(x)+1

int main()

{

float angle,h,x,d,x1,x2;

printf("Enter angle in degree\n");

scanf("%f",&angle);

printf("Enter increment\n");

scanf("%f",&h);

x = PI\*angle/180;

x1 = f(x+h);

x2 = f(x-h);

d = (x1-x2)/(2\*h);

printf("The value of derivative =%f\n",d);

getch();

return 0;

}

Output:

Enter angle in degree

45

Enter increment

0.01

The value of derivative =0.707096

**Differentiating Discrete (Tabulated) Functions**

When the functional value is known at some points but function is not known, we can still find derivatives of such tabulated functions. In such cases first we have to interpolate the tabulated function and then differentiate it. Differentiation of tabulated functions suffers from conflict between round off errors (due to limited machine precision) and errors inherent in interpolation. For this reason, a derivative of a function can never be computed with the same precision as the function itself. Two situations exists here:

* If arguments are equally spaced, we will use Newton Gregory forward formula. If we desire to find the derivative of the function at a point near to beginning. If we desire to find the derivative of the function at a point near to end then we will use Newton Gregory formula. And if the derivative at a point is near the middle of the table we apply the central difference formula.
* In case the arguments are unequally spaced then we should use Newton’s divided difference formula.

**Derivative Using Newton’s Divided Difference Formula**

We know that, the general form of the Newton’s Divided difference polynomial for n+1 data points (x0,y0), (x1,y1),(x2,y2)…..(xn-1,yn-1), (xn,yn) is given by

pn(x) = f(x) = a0+a1(x-x0)+a2(x-x0)(x-x1)+….+an(x-x0)(x-x1)(x-x2)……..(x-xn-1)

Or pn(x) = f(x) = f[x0]+f[x1,x0](x-x0)+[x2,x1,x0](x-x0)(x-x1)+….+f[xn,xn-1…x0](x-x0)(x-x1)(x-x2)……..(x-xn-1)……………………………….(1)

Where the definition of the mth divided difference is

f[xm,….x0] =

Differentiating equation (1) with respect to x we get

f’(x) = f[x1,x0]+f[x2,x1,x0]{(x-x1)+(x-x0)}+f[x3,x2,x1,x0]{(x-x1)(x-x2)+(x-x0)(x-x2)+(x-x0)(x-x1)+……….(2)

Putting x=a in equation (2) we get value of first derivative at x=a. Again, differentiating equation (2) with respect to x we get

f’’(x) = 2f[x2,x1,x0]+2f[x3,x2,x1,x0]{(x-x0)+(x-x1)+(x-x2)}+………..(3)

Putting x=a in equation (3) we can get value of second derivative at x=a

**Algorithm**

1. Start
2. Read numbers of points ,n
3. Read n data points
4. Read the value at which derivative is needed say x
5. Compute the divided difference as below

For i=0 to n-1

dd[i] = fx[i]

End for

For i=0 to n-1

For n= n-1 to i+1

dd[j] =

End for

End for

1. Compute differentiated value as below

Set v = dd[1]

For i=2 to n-1

term =0;

for j=0 to i

factor = 1

for k=0 to i

if(j!=k) factor = factor \*(x-x[k])

term = term+factor

end for

vod = vod+dd[i]

end for

1. Print the value of first derivative which is value of variable v
2. Stop

**C Program for computing differentiation using divided difference polynomial**

#include<stdio.h>

#include<conio.h>

int main()

{

int n,i,k,j;

float factor, term, vod, xv,x[10],fx[10],a[10];

printf("Enter the number of points\n");

scanf("%d",&n);

printf("Enter value of data points\n");

for(i=0;i<n;i++)

{

scanf("%f%f",&x[i],&fx[i]);

}

printf("Enter the value at which derivative is required\n");

scanf("%f",&xv);

for(i=0;i<n;i++)

{

a[i] = fx[i];

}

for(i=0;i<n;i++)

{

for(j=n-1;j>i;j--)

{

a[j] = (a[j]-a[j-1])/(x[j]-x[j-1-i]);

}

}

vod = a[1];

for(i=2;i<n;i++)

{

term = 0;

for(j=0;j<i;j++)

{

factor = 1;

for(k=0;k<i;k++)

{

if(k!=j)

factor = factor\*(xv-x[k]);

}

term = term+factor;

}

vod = vod+(a[i]\*term);

}

printf("Value of first derivative =%f\n",vod);

}

Output:

Enter the number of points

5

Enter value of data points

3 -13

5 23

11 899

27 17315

34 35606

Enter the value at which derivative is required

10

Value of first derivative =233.000000

**Example: Find f’(10) from the following data points.**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| X | 3 | 5 | 11 | 27 | 34 |
| f(x) | -13 | 23 | 899 | 17315 | 35606 |

**Solution:**

In this case the values of x are not equally spaced. So we shall use Newton’s divided difference formula. The divided difference table is given below

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| x | f(X) | First Divided Difference | Second Divided Difference | Third Divided Difference | Fourth Divided Difference |
| 3 | -13 |  |  |  |  |
|  |  | (23-(-13)/(5-3)=18 |  |  |  |
| 5 | 23 |  | (146-18)/(11-3) = 16 |  |  |
|  |  | (899-23)/(11-5)=146 |  | (40-16)/(27-3) = 1 |  |
| 11 | 899 |  | (1026-146)/(27-5) =40 |  | (1-1)/(24-3)=0 |
|  |  | (17315-899)/(27-11)=1026 |  | (69-49)/(34-5) = 1 |  |
| 27 | 17315 |  | (2613-1026)/(34-11) = 69 |  |  |
|  |  | (35606-17315  )/(34-27)=2613 |  |  |  |
| 34 | 35606 |  |  |  |  |

We know that,

f’(x) = f[x1,x0]+f[x2,x1,x0]{(x-x1)+(x-x0)}+f[x3,x2,x1,x0]{(x-x1)(x-x2)+(x-x0)(x-x2)+(x-x0)(x-x1)+………

At x=10

f’(10) = 18+16{(10-5))+(10-3)}+1{(10-5)(10-11)+(10-3)(10-11)+(10-3)(10-5)}

= 18+16\*12+1\*(-5-7+35}

=18+192+23 = 233

**Example 2:** A slider in a machine moves along a fixed straight rod. Its distance covered by the machine is given below for various values of the time. Find the velocity of the slider when at x=0.3 seconds.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Time (x) | 0.1 | 0.2 | 0.3 | 0.4 | 0.5 |
| Distance f(x) | 31.62 | 32.87 | 33.64 | 33.95 | 33.81 |

**Solution:**

Since we have to find the velocity at t-0.3 which lies around center of data points, we shall use Newton’s divided difference formula. The divided difference table is given below

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| x | f(X) | First Divided Difference | Second Divided Difference | Third Divided Difference | Fourth Divided Difference |
| 0.1 | 31.62 |  |  |  |  |
|  |  | 12.5 |  |  |  |
| 0.2 | 32.87 |  | -24 |  |  |
|  |  | 7.7 |  | 3.3333 |  |
| 0.3 | 33.64 |  | -23 |  | 0.00 |
|  |  | 3.1 |  | 3.3333 |  |
| 0.4 | 33.95 |  | -22 |  |  |
|  |  | -1.3 |  |  |  |
| 0.5 | 33.81 |  |  |  |  |

We know that,

f’(x) = f[x1,x0]+f[x2,x1,x0]{(x-x1)+(x-x0)}+f[x3,x2,x1,x0]{(x-x1)(x-x2)+(x-x0)(x-x2)+(x-x0)(x-x1)+………

At x=0.3

f’(0.3) = 12.5-24\*{(0.3-0.2)+(0.3-0.1)}+3.3333\*{(0.3-0.2)\*(0.3-0.3)+(0.3-0.1)+(0.3-0.3)+(0.3-0.1)\*(0.3-0.2)}

F’(0.3) = 12.5-7.2+0.6666 = 5.97cm/sec

**Derivatives Using Newton’s Forward Difference Formula**

Newton’s forward difference formula for n+1 data points, (x0,f(x0)), (y1, f(y1))….(xn, f(xn)) can be written as

f(x) = f(x0)+ s ∆ f(x0) + s(s-1) ∆2 f(x0)+ s(s-1)(s-2) ∆3 f(x0)+……………….(1)

where

s = (x-x0)/h

Differentiating equation (1) with respect to x, we get

f’(x) = {∆ f(x0)+ (2s-1) ∆2 f(x0)+ (3s2-6s+2) ∆3 f(x0)+ (4s3-18s2+22s-6) ∆4 f(x0)+……}………………(2)

since

s = (x-x0)/h🡪 =

Thus equation (2) becomes

f’(x) = {∆ f(x0)+ (2s-1) ∆2 f(x0)+ (3s2-6s+2) ∆3 f(x0)+ (4s3-18s2+22s-6) ∆4 f(x0)+……}…………….(3)

By putting x=a in equation (3) can be used to find the value of first derivative at the point x=a

Again differentiating equation (3) with respect with x we get

f’’(x) = { ∆2 f(x0)+ (6s-6) ∆3 f(x0)+ (12s2-36s+22) ∆4 f(x0)+……} ………………..(4)

Putting x=a in equation (4) we will get the value of second derivative at the point x=a

**Example 1: Find the first and second derivatives of the functions tabulated at below at 1.1**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| X | 1.0 | 1.2 | 1.4 | 1.6 | 1.8 | 2.0 |
| f(X) | 0.0 | 0.128 | 0.544 | 1.296 | 2.432 | 4.000 |

**Solution:**

Since x=1.1 lies near the beginning of the table therefore in this case we shall use Newton’s Gregory forward formula. The difference table can be constructed as follows:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| X | F(x) | First Divided Difference | Second Divided Difference | Third Divided Difference | Fourth Divided Difference | Fifth Divided Difference |
| 1.0 | 0.0 |  |  |  |  |  |
|  |  | 0.128 |  |  |  |  |
| 1.2 | 0.128 |  | 0.288 |  |  |  |
|  |  | 0.416 |  | 0.048 |  |  |
| 1.4 | 0.544 |  | 0.336 |  | 0 |  |
|  |  | 0.732 |  | 0.048 |  | 0 |
| 1.6 | 1.296 |  | 0.384 |  | 0 |  |
|  |  | 1.136 |  | 0.048 |  |  |
| 1.8 | 2.432 |  | 0.432 |  |  |  |
|  |  | 1.568 |  |  |  |  |
| 2.0 | 4.0 |  |  |  |  |  |

We know that

f’(x) = {∆ f(x0)+ (2s-1) ∆2 f(x0)+ (3s2-6s+2) ∆3 f(x0)+ (4s3-18s2+22s-6) ∆4 f(x0)+……}

Here,

H=0.2 and s = (x-x0)/h = (1.1-1.0)/0.2 = 0.5

Thus,

f’(x) = {0.128+ (2\*0.5-1) \*0.288+ (3\*0.52-6\*0.5+2)\*0.048)+……} = 0.63

Again, since

f’’(x) = { ∆2 f(x0)+ (6s-6) ∆3 f(x0)+ (12s2-36s+22) ∆4 f(x0)+……}

f’’(x) = { 0.288+ (6\*.05-6) \*0.048+ (12\*0.52-36\*0.5+22) \*0+……}

=6.6

**Example 2:** Find the first derivative of the function tabulated at below at 1.1

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| X | 1.0 | 1.1 | 1.2 | 1.3 | 1.4 |
| f(X) | 7.989 | 8.403 | 8.781 | 9.129 | 9.451 |

Solution:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| X | F(x) | First Divided Difference | Second Divided Difference | Third Divided Difference | Fourth Divided Difference |
| 1.0 | 7.989 |  |  |  |  |
|  |  | 0.414 |  |  |  |
| 1.1 | 8.403 |  | -0.036 |  |  |
|  |  | 0.378 |  | 0.006 |  |
| 1.2 | 8.781 |  | -0.03 |  | -0.002 |
|  |  | 0.348 |  | 0.004 |  |
| 1.3 | 9.129 |  | -0.026 |  |  |
|  |  | 0.322 |  |  |  |
| 1.4 | 9.451 |  |  |  |  |

We know that

f’(x) = {∆ f(x0)+ (2s-1) ∆2 f(x0)+ (3s2-6s+2) ∆3 f(x0)+ (4s3-18s2+22s-6) ∆4 f(x0)+……}

Here,

H=0.1 and s = (x-x0)/h = (1.1-1.0)/0.1 = 1

Thus,

f’(x) = {0.414+ (2\*1-1) \*(-0036)+ (3\*12-6\*1+2)\*0.006)+ (4\*13-18\*12+22\*1-6)\*(-0.002)= 3.95

**Algorithm**

1. Start
2. Read numbers of points ,n
3. Read the value at which derivative is needed say xp
4. Read n data points say, x[i] and fx[i]
5. Set h = x[i]-x[0] and s = (xp-x[0])/h
6. Compute the forward difference as below

For i=0 to n-1

fd[i] = fx[i]

End for

For i=0 to n-1

For n= n-1 to i+1

fd[j] = fd[j]-fd[j-1]

End for

End for

1. Compute differentiated value as below

Val = fd[1]

prevterm = 1

for i=2 to n-1

term1 = 1

for k=2 to i

term1 = term1 \*(s-k+2);

end for

term2 = term2 +(s-i+1)\*prevterm

prevterm = term1+term2

val = val+(fd[i]\*(term1+term2))/i!;

End for

1. Print the value of first derivative (val)
2. Stop

**C Program for calculating value of derivative using forward difference**

#include<stdio.h>

#include<conio.h>

int fact(int n)

{

if(n==1)

return 1;

else

return n\*fact(n-1);

}

int main()

{

int n,i,j,k;

float val=0, p,xp,x[10],fx[10],fd[10],h,s,term1,term2, prev;

printf("Enter the number of points\n");

scanf("%d",&n);

printf("Enter value of x and fx\n");

for(i=0;i<n;i++)

{

scanf("%f%f",&x[i],&fx[i]);

}

printf("Enter the value at which derivative is needed\n");

scanf("%f",&xp);

h = x[1]-x[0];

s = (xp-x[0])/h;

for(i=0;i<n;i++)

{

fd[i]=fx[i];

}

for(i=0;i<n;i++)

{

for(j=n-1;j>i;j--)

{

fd[j] = (fd[j]-fd[j-1]);

}

}

val = fd[1];

prev = 1;

for(i=2;i<n;i++)

{

term1 = 1;

for(k=2;k<=i;k++)

{

term1 = term1\*(s-k+2);

}

term2 = (s-i+1)\*prev;

prev = (term1+term2);

val = val +(fd[i]\*(term1+term2))/(fact(i));

}

val = val/h;

printf("Value of first derivative = %f",val);

getch();

return 0;

}

Output:

Enter the number of points

7

Enter value of x and fx

1.0 2.71

1.2 3.32

1.4 4.05

1.6 4.95

1.8 6.04

2.0 7.38

2.2 9.02

Enter the value at which derivative is needed

1.2

Value of first derivative = 3.258337

**Derivatives Using Newton’s Backward Difference Formula**

Newton’s backward difference formula for n+1 data points (x,f(x0)), (x1,f(x1)),…..(xn,f(xn)) can be written as

f(x) = f(xn)+ s ∇ f(xn) + s(s+1) ∇2f(xn)+ s(s+1)(s+2) ∇3f(xn) )+……………….(1)

where

s = (x-xn)/h

Differentiating equation (1) with respect to x, we get

f’(x) = {∇f(xn))+ (2s+1) ∇2f(xn)+ (3s2+6s+2)∇3f(xn)+……}………………(2)

since

s = (x-x0)/h🡪 =

Thus equation (2) becomes

f’(x) = {∇f(xn))+ (2s+1) ∇2f(xn)+ (3s2+6s+2)∇3f(xn)+……}…………….(3)

By putting x=a in equation (3) can be used to find the value of first derivative at the point x=a

Again differentiating equation (3) with respect with x we get

f’’(x) = { ∇2f(xn)+ (6s+6) ∇3f(xn)+ (12s2+36s+22) ∇4f(xn)+……} ………………..(4)

Putting x=a in equation (4) we will get the value of second derivative at the point x=a

**Algorithm**

1. Start
2. Read numbers of points ,n
3. Read the value at which derivative is needed say xp
4. Read n data points say, x[i] and fx[i]
5. Set h = x[i]-x[0] and s = (xp-x[n-1])/h
6. Compute the backward difference as below

For i=0 to n-1

bd[i] = fx[i]

End for

For i=n-1 to 1

For j=0 to i-1

bd[j] = d[j+1j]-fd[j]

End for

End for

1. Compute differentiated value as below

val = bd[n-2]

prevterm = 1

for i=2 to n-1

term1 = 1

for k=2 to i

term1 = term1 \*(s+k-2);

end for

term2 = term2 +(s+i-1)\*prevterm

prevterm = term1+term2

val = val+(bd[n-i-1]\*(term1+term2))/i!;

End for

1. Print the value of first derivative (val)
2. Stop

………………

C Program for calculating derivative using backward divided differences

#include<stdio.h>

#include<conio.h>

int fact(int n)

{

if(n==1)

return 1;

else

return n\*fact(n-1);

}

int main()

{

int n,i,j,k;

float val=0, p,xp,x[10],fx[10],bd[10],h,s,term1,term2, prev;

printf("Enter the number of points\n");

scanf("%d",&n);

printf("Enter value of x and fx\n");

for(i=0;i<n;i++)

{

scanf("%f%f",&x[i],&fx[i]);

}

printf("Enter the value at which derivative is needed\n");

scanf("%f",&xp);

h = x[1]-x[0];

s = (xp-x[n-1])/h;

for(i=0;i<n;i++)

{

bd[i]=fx[i];

}

for(i=n-1;i>0;i--)

{

for(j=0;j<i;j++)

{

bd[j] = (bd[j+1]-bd[j]);

}

}

val = bd[n-2];

prev = 1;

for(i=2;i<n;i++)

{

term1 = 1;

for(k=2;k<=i;k++)

{

term1 = term1\*(s+k-2);

}

term2 = (s+i-1)\*prev;

prev = (term1+term2);

val = val +(bd[n-i-1]\*(term1+term2))/(fact(i));

}

val = val/h;

printf("Value of first derivative = %f",val);

getch();

return 0;

}

Output:

Enter the number of points

7

Enter value of x and fx

1.0 2.71

1.2 3.32

1.4 4.05

1.6 4.95

1.8 6.04

2.0 7.38

2.2 9.02

Enter the value at which derivative is needed

2.2

Value of first derivative = 8.870843

Example 1: Find the first and second derivatives of the functions tabulated below at x=9

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| X | 5 | 6 | 7 | 8 | 9 |
| f(x) | 10.0 | 14.5 | 19.5 | 25.5 | 32.0 |

Solution:

Since x=9 lies at the end of the table therefore in this case must use Newton Gregory backward formula. The difference table is as below

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| X | F(x) | First Divided Difference | Second Divided Difference | Third Divided Difference | Fourth Divided Difference |
| 5 | 10 |  |  |  |  |
|  |  | 4.5 |  |  |  |
| 6 | 14.5 |  | 0.5 |  |  |
|  |  | 5.0 |  | 0.5 |  |
| 7 | 19.5 |  | 1.0 |  | -1.0 |
|  |  | 6.0 |  | -0.5 |  |
| 8 | 25.5 |  | 0.5 |  |  |
|  |  | 6.5 |  |  |  |
| 9 | 32.0 |  |  |  |  |

We know that

f’(x) = {∇f(xn))+ (2s+1) ∇2f(xn)+ (3s2+6s+2)∇3f(xn)+ (4s3+18s2+22s+6) ∇4f(xn)……}

Here,

h = 1.0, and s = (s-xn)/h = (9-9)/1.0=0

Thus,

f’(9) = {6.5+ (2\*0+1) \*0.5+ (3\*02+6\*0+2)\*(-0.5)+ (4\*03+18\*02+22\*0+6)\*(-1)}

=6.334

Again, since

f’’(x) = { ∇2f(xn)+ (6s+6) ∇3f(xn)+ (12s2+36s+22) ∇4f(xn)}

f’’(9) = { 0.5+ (6\*0+6) \*(-0.5)+ (12\*02+36\*0+22) \*(-1)} = -0.9166

Example 2: Find the first derivative of the function tabulated below at 1.4

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| X | 1.0 | 1.1 | 1.2 | 1.3 | 1.4 |
| F(x) | 7.989 | 8.403 | 8.781 | 9.129 | 9.451 |

Solution: Since x=1.5 lies at the end of the table therefore in this case we shall use Newton Gregory backward formula. The difference table is as below

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| X | F(x) | First Divided Difference | Second Divided Difference | Third Divided Difference | Fourth Divided Difference |
| 1.0 | 7.989 |  |  |  |  |
|  |  | 0.414 |  |  |  |
| 1.1 | 8.403 |  | -0.036 |  |  |
|  |  | 0.378 |  | 0.006 |  |
| 1.2 | 8.781 |  | -0.03 |  | -0.002 |
|  |  | 0.348 |  | 0.004 |  |
| 1.3 | 9.129 |  | -0.026 |  |  |
|  |  | 0.322 |  |  |  |
| 1,4 | 9.451 |  |  |  |  |

We know that

f’(x) = {∇f(xn))+ (2s+1) ∇2f(xn)+ (3s2+6s+2)∇3f(xn)+ (4s3+18s2+22s+6) ∇4f(xn)……}

Here,

h = 1.0, and s = (x-xn)/h = (1.5-1.4)/0.1=1

Thus,

f’(9) = {0.322+ (2\*1+1) \*(-0.026)+ (3\*12+6\*1+2)\*(0.004)+ (4\*13+18\*12+22\*1+6)\*(-0.00)}

=0.898

**Maxima and Minima of Tabulated Functions**

We know that maximum and minimum values of a function can be computed by equating first derivative of the function to zero and solving for unknown variables. The same concept can be applied to determine the maxima and minima of tabulated functions

We know that, Newton’s forward difference formula is given by

f(x) = f(x0)+ s ∆ f(x0) + s(s-1) ∆2 f(x0)+ s(s-1)(s-2) ∆3 f(x0)+……………….(1)

where

s = (x-x0)/h

Differentiating equation (1) with respect to x, we get

f’(x) = {∆ f(x0)+ (2s-1) ∆2 f(x0)+ (3s2-6s+2) ∆3 f(x0)+…..}………………(2)

For maxima and minima f’(x0) must be zero. Terminating the terms after third order difference in RHS and equating it to zero, we get

∆ f(x0)+ (2s-1) ∆2 f(x0)+ (3s2-6s+2) ∆3 f(x0)=0

Or {∆3 f(x0)}s2+{∆2f(x0) - ∆3 f(x0)}s + {∆f(x0)- ∆2 f(x0)+∆3 f(x0)} =0 ----------(3)

Equation can be written in the form

as2+bs+c = 0

Where

a = ∆3 f(x0)

b = ∆2f(x0) - ∆3 f(x0)

c = ∆f(x0)- ∆2 f(x0)+∆3 f(x0)

Equation (3) is quadratic in ‘s’ and can be solved. Then the values of x can be computed from relation x = x0+sh

Example: Find the maximum and minimum values of the unction tabulated below

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| X | 0 | 1 | 2 | 3 |
| f(x) | -5 | -7 | -3 | 13 |

**Solution:**

The forward difference table is calculated as below

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| x | F(x) | First Divided Difference | Second Divided Difference | Third Divided Difference |
| 0 | **-5** |  |  |  |
|  |  | **-2** |  |  |
| 1 | -7 |  | **6** |  |
|  |  | 4 |  | **6** |
| 2 | -3 |  | 12 |  |
|  |  | 16 |  |  |
| 3 | 13 |  |  |  |

We know that

as2+bs+c = 0………………….(1)

Where

a = ∆3 f(x0)

b = ∆2f(x0) - ∆3 f(x0)

c = ∆f(x0)- ∆2 f(x0)+∆3 f(x0)

Now,

a = ∆3 f(x0) = ½\*6 = 3

b = ∆2f(x0) - ∆3 f(x0) = 6-6=0

c = ∆f(x0)- ∆2 f(x0)+∆3 f(x0) = -2-1/2\*6+1/3\*6 = -3

Thus equation (1) becomes

as2+bs+c = 0

3s2-3=0

Or s = ±1

Again,

x = x0+sh

Here, x0=0 and h=1

So, x = ±1

This implies s = x

Again putting s=x in Newton’s forward difference formula

f(x) = (-5)+x(-2)+ x(x-1)6+(x-1)(x-2).6 =

Or f(x) = x3-3x-5

f’(x) = 3x2-3

f’’(x) = 6x

Therefore, we have maxima at x = -1 and minima at x=1

Algorithm

1. Start
2. Read number of data points, say n
3. Read n data points, say x[i] and fx[i]
4. Set h = x[1]-x[0]
5. Compute forward differences as below

For i=0 to n-1

Fd[i] = fx[i]

End for

For i=0 to n-1

For j=n-1 to n-1

For j=n-1 to i+1

Fd[j] = fd[j]-fd[j-1]

End for

End for

1. Calculate

a = (1/2.0)\*fd[3]

b = fd[2]-fd[3]

c = fd[1]-((1/2.0)\*fd[2])\*fd[2])+(1/3.0)\*fd[3])

1. Calculate

s1 = (-b+sqrt(b\*b-4\*a\*c))/(2\*a);

s2 = (-b-sqrt(b\*b-4\*a\*c))/(2\*a);

1. Calculate x1 = x[0]+s1\*h

X2 = x[0]+s2\*h

1. Find the point of maxima and minima as below

val = (fd[2]+(((6\*s1-6)\*fd[3])/6))/(h\*h);

if(val<0)

printf("Maxima exists at x =%f\n",x1);

else

print "Minima exists at x1”

val = (fd[2]+(((6\*s2-6)\*fd[3])/6))/(h\*h);

if(val<0)

print "Maxima exists at x2;

else

print "Minima exists at x2”

1. Stop

C program

#include<conio.h>

#include<stdio.h>

#include<math.h>

int main()

{

int n,i,j;

float val, x[10],fx[10],fd[10],h,s1,s2,x1,x2,a,b,c;

printf("Enter the number of poinnts\n");

scanf("%d",&n);

printf("Enter values of x and fx\n");

for(i=0;i<n;i++)

{

scanf("%f%f",&x[i],&fx[i]);

}

h = x[1]-x[0];

for(i=0;i<n;i++)

{

fd[i]=fx[i];

}

for(i=0;i<n;i++)

{

for(j=n-1;j>i;j--)

{

fd[j]=(fd[j]-fd[j-1]);

}

}

a = (1/2.0)\*fd[3];

c = fd[1]-((1/2.0)\*fd[2])+((1/3.0)\*fd[3]);

b = fd[2]-fd[3];

s1 = (-b+sqrt(b\*b-4\*a\*c))/(2\*a);

s2 = (-b-sqrt(b\*b-4\*a\*c))/(2\*a);

x1 = x[0]+s1\*h;

x2 = x[0]+s2\*h;

val = (fd[2]+(((6\*s1-6)\*fd[3])/6))/(h\*h);

if(val<0)

printf("Maxima exists at x =%f\n",x1);

else

printf("Minima exists at x =%f\n",x1);

val = (fd[2]+(((6\*s2-6)\*fd[3])/6))/(h\*h);

if(val<0)

printf("Maxima exists at x =%f\n",x2);

else

printf("Minima exists at x =%f\n",x2);

getch();

return 0;

}

Output:

Enter the number of points

4

Enter values of x and fx

0 -5

1 -7

2 -3

3 13

Minima exists at x =1.000000

Maxima exists at x =-1.000000

**Numerical Integration**

**Introduction**

Numerical integration is the process of computing the approximate value of a definite integral using a set of numerical values of the integrand. Integration is the process of measuring the area under a function plotted on a graph. It is represented by

Where the symbol is an integral sign and a and b are the lower and upper limits of the integration respectively. The function f is the integrand of the integral and x is the variable of integration
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Figure: The definite integral as the area of a region under the curve, Area =

Why we integrate a function. Among the most common examples are finding the velocity of a body from an acceleration function and displacement of a body from a velocity function. Throughout many science and engineering fields, there are countless applications for integral calculus. Sometimes, the evaluation of expressions involving these integrals can become daunting, if not intermediate. For this reason, a wide variety of numerical methods has been developed to simplify the integral. Methods of numerical integration can be divided into two grouped. Newton Cotes formulas and Gaussian quadrature. Newton Cotes formulae are characterized by equally spaced abscissa and include well known methods such as the trapezoidal rule and Simpson’s rule. They are most useful if f(x) has already been computed at equal intervals or can be computed at low cost. Since, Newton-Cotes formulas are based on local interpolation, they require only a piecewise fit to a polynomial. In Gaussian quadrature, the locoseations of the abscissas are chosen to yield the best possible accuracy. Since Gaussian quadrature require fewer evaluations of the integrand for a given level of precision, it is popular in cases where f(x) is expensive to evaluate.

**Newton Cotes Integration Formula**

This is the most common numerical integration schemes. The strategy is to replace a complicated function or tabulated data with simpler polynomial function for easy integration. Newton-Cotes Integration comes in following two forms:

* **Close Form:** If the limits of integration a and b are in the set of interpolating points then the formula is referred to as closed forms
* **Open Form:** If the limits of integration a and b lie beyond the set of interpolating points then the formula is referred to as open form

Since open form is not used for definite integration. In this topic we only discuss about closed form of methods. Some of the closed methods are:

1. Trapezoidal Rule
2. Simpson’s 1/3 Rule
3. Simpson’s 3/8 Rule

All of above rules can be formulated by using interpolation polynomial for approximating the function f(x).

A general Quadrature Formula for Equally Spaced Arguments

Let us suppose we have to evaluate …………….(1)

Let us divide the interval (x0,xn) into n sub intervals of equal width so that h =

Thus, x1 = x0+h, x2 = x0+2h, x3 = x0+3h…………..xn = x0+nh

From Newton’s Gregory forward difference formula, we know that

f(x) = f(x0)+ s ∆ f(x0) + s(s-1) ∆2 f(x0)+ s(s-1)(s-2) ∆3 f(x0)+……………….(2)

where

s = (x-x0)/h

Now equation (1) can be written as:

= f(x0)+ s ∆ f(x0) + s(s-1) ∆2 f(x0)+ s(s-1)(s-2) ∆3 f(x0)+…}dx

Since x = x0+sh🡪dx = hds

= h f(x0)+ s ∆ f(x0) + s(s-1) ∆2 f(x0)+ s(s-1)(s-2) ∆3 f(x0)+…}ds

Or = h [ s.f(x0)+ ∆ f(x0) + [ - ] ∆2 f(x0)+ [ –s3+s2]∆3 f(x0)+…}]0n

= h [nf(x0)+ ∆ f(x0) + [ - ] ∆2 f(x0)+ [ –n3+n2]∆3 f(x0)+…}]

= nh[f(x0)+ ∆ f(x0) + (2n2-3n)∆2 f(x0)+ [n3-4n2+4n]]∆3 f(x0)+…}]

This equation is called general quadrature formula. From this formula we can obtain different integration by putting n=1, 2, 3,.. etc.

**Trapezoidal Rule**

The trapezoidal rule is based on the Newton Cote formula. The trapezoidal rule works by

Approximating the region under the graph of the function f(x) as a trapezoid and calculates its area. The trapezoidal rule assumes that n=1. That is, it approximates the integral by a linear polynomial (straight line). General quadrature formula for integration is given by

= nh[f(x0)+ ∆ f(x0) + (2n2-3n)∆2 f(x0)+ [n3-4n2+4n]]∆3 f(x0)+…}]……………(2)

By putting n=1 in the above relation and neglecting higher order forward difference, it can be written as

= h[f(x0)+ ∆ f(x0)] = h{f(x0)+ ∆ f(x0)] = h[f(x0)+ (f(x1)-f(x0)) = (f(x0)+fx(x1)

🡪 = (f(x0)+fx(x1)……………(2)

Equation (2) is called trapezoidal rule and it is the area of the trapezoid whose width is (x1-x0) and height is the average of f(x0) and f(x1)

f(x0)

f(x0)

x0

x1

Error

Figure: Geometric representation of trapezoidal rule

**Algorithm for trapezoidal rule**

1. Start
2. Read value of lower and upper limit say x0 and x1
3. Calculate f(x0) and f(x1)
4. Calculate h = (x1-x0)
5. Calculate the value of integration by using formula

v = (f(x0)+fx(x1)

1. Display the value of integration “v”
2. Stop

**C program for trapezoidal rule**

#include<stdio.h>

#include<conio.h>

#define F(x) (x\*x\*x+3)

int main()

{

float h, x0,x1,x2,x,v,f0,f1;

printf("Enter upper limit and lower limit\n");

scanf("%f%f",&x1,&x0);

h = x1-x0;

f1 = F(x1);

f0 = F(x0);

v = h\*(f0+f1)/2;

printf("The value of integration = %f",v);

getch();

return 0;

}

**Output:**

Enter upper limit and lower limit

8 2

The value of integration = 1578.000000

**Example 1:** Find (x3+2) dx by using trapezoidal rule

**Solution:**

Here x0 = 2 and x1= 8

So, h= x1-x0= 8-2=6

From Two point trapezoidal rule, we know that

= h[f(x0)+f(x1)]/2 = 6[10+514]/2 = 1572

**Example 2** Find (e-x2) dx by using trapezoidal rule

Solution:

Here x0 = 0 and x1= 1

So, h= x1-x0= 1-0=1

From Two point trapezoidal rule, we know that

= 1\*[f(x0)+f(x1)]/2 = 6[1+0.368]/2 = 0.684

**Composite Trapezoidal Rule**

In order to improve the accuracy of the trapezoidal rule, the integration interval can be divided into k segments of equal width. The equations are called the multiple segments or composite integration formulae. Divide (xn-x0) into k equal segments then the width of each segment is

h =

Now, the integral can be broken into k intervals as

= + +………++ …(1)

Applying the trapezoidal rule on each segment, equation (1) becomes

{(x0+h)-x0){ } + {(x0+2h)-(x0+h)}{}+……+{(xn-(x0+(k-1)h)}{ }

= {f(x0)+f(x0+h)+f(x0+h)+f(x0+2h)+…..+f(x0+(k-1)h)+f(xn)}

= {f(x0)+2{+f(xn)} ………( 2)

The equations (2) is called composite trapezoidal formula

**Example 1:** ex dx for k=2 and k=4 by using composite trapezoidal rule

Solution:

For k=2

Here x0 =1, xn = 1

So h = (xn-x0)/k = (1-(-1))/2 = 1

Now,

ex dx = {f(x0)+2{+f(xn)}

= 1/2[e-1+2\*e0+e1) = 2.54

For k=4

Here x0 =1, xn = 1

So h = (xn-x0)/k = (1-(-1))/4 = 0.5

Now,

ex dx = {f(x0)+2{++f(xn)}

= 0.5/2[e-1+2\*e-0.5+2\*e0+2\*e0.5+e1) = 2.399

Example 2: Compute the integral dx for k=4 and for k=8 by using composite trapezoidal rule

Solution

Here x0 = 1, xn = 5

For k=4

h = (xn-x0) /k = (5-1)/4 = 1

Now,

dx = [f(x0) +2{+f(xn)]

= [1.414 +2{2.236+3.162+4.123}+5.099)] = 12.78

For k=8

h = (xn-x0) /k = (5-1)/8 = 0.5

Now,

dx = [f(x0) +2{+f(xn)]

= [1.414 +2{1.803+2.236+2.696+3.162+6.64+4.123+4.609}+5.099)] = 12.76

**Algorithm for composite trapezoidal rule**

1. Start
2. Read value upper limit xn and lower limit x0
3. Read number of segments say k
4. Compute h = (xn-x0)/k
5. Computer result = f(x0)+f(xn)
6. For i=1 to k-1

result = result+ 2\*f(x0+i\*h)

1. Stop

**C program to composite trapezoidal rule**

#include<stdio.h>

#include<conio.h>

#include<math.h>

#define f(x) 3\*x\*x+2\*x-5

int main()

{

float x0,xn,f0,fn,result,h,a,r;

int i,k;

printf("Enter lower limit\n");

scanf("%f",&x0);

printf("Enter upper limit\n");

scanf("%f",&xn);

printf("Enter value of k\n");

scanf("%d",&k);

h = (xn-x0)/k;

f0 = f(x0);

fn = f(xn);

result = f0+fn;

for(i=1;i<=k-1;i++)

{

a = x0+i\*h;

result = result+2\*(f(a));

}

result = result\*h/2;

printf("The value of integration =%f\n",result);

getch();

return 0;

}

Output:

First Run

Enter lower limit

0

Enter upper limit

2

Enter value of k

2

The value of integration =3.000000

Second Run

Enter lower limit

0

Enter upper limit

2

Enter value of k

8

The value of integration =2.062500

**Simpson’s 1/3 Rule**

Trapezoidal rule is based on approximating the integrands by a first order polynomials and then integrating the polynomial over interval of integration. Simpson’s 1/3 rule is an extension of Trapezoidal rule where the integrand is approximated by a second order polynomial. The Simpson’s 1/3 rule assumes n=2. General quadrature formula for integration is given by

= = nh[f(x0)+ ∆ f(x0) + (2n2-3n)∆2 f(x0)+ [n3-4n2+4n]]∆3 f(x0)+…}]………(1)

Here h =

By putting n=2 in above relation and neglecting higher order forward difference, it can be written as:

= = 2h[f(x0)+ ∆ f(x0) + (2.22-3\*2)∆2 f(x0)]

= h[f(x0)+f(x1)-f(x0)+ (f(x0)-(f(x2)-2(f(x0)+f(x0))]

=[f(x0)+4f(x1)+f(x2)]….(2)

This equation (2) is called Simpson’s 1/3 rule

![](data:image/png;base64,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)

**Figure:** Geometric interpretation of Simpson’s 1/3 rule

**Example 1: Apply Simpson’ 1/3 rule to calculate dx**

**Solution:**

Here x0 =0, x1 = 1, h = = 0.5

Simpson’s 1/3 rule is given by

I = [f(x0)+4f(x1)+f(x2)]

Here, f(x) =

Therefore,

f(x0) = f(0) = 1

f(x1) = f(x0+h) = f(0.5) = 0.866

f(x2) = f(x0+2h) = f(1) = 0

Thus,

I = [f(x0)+4f(x1)+f(x2)] = [1+4\*0.866+0] = 0.744

**Example 2: Apply Simpson’ 1/3 rule to calculate sinx dx**

**Solution:**

Here x0 =0, x1 = 1, h = = π/2

Simpson’s 1/3 rule is given by

I = [f(x0)+4f(x1)+f(x2)]

Here, f(x) =sinx

Therefore,

f(x0) = f(0) = 0

f(x1) = f(x0+h) = f π/2 ) = sin π/2 = 1

f(x2) = f(x0+2h) = f(π) = sin π = 0

Thus,

I = [f(x0)+4f(x1)+f(x2)] = [0+1+0] = 2.101

**Algorithm for Simpson’s 1/3 rule**

1. Start
2. Read upper limit xn and lower limit x0
3. Set n=2
4. Compute h = (xn-x0)/n
5. Compute x1 = x0+h
6. Calculate I = \*[f(x0)+4\*f(x1)+f(x2)]
7. Print “I”
8. Stop

**C program for Simpson’s 1/3 rule**

#include<stdio.h>

#include<conio.h>

#include<math.h>

#define f(x) 3\*x\*x+2\*x-5

int main()

{

float x0,x1,x2,f0,f2,f1,i,h,a,r;

printf("Enter lower limit\n");

scanf ("%f",&x0);

printf ("Enter upper limit\n");

scanf ("%f",&x2);

h = (x2-x0)/2;

x1 = x0+h;

f0 = f(x0);

f1 = f(x1);

f2 = f(x2);

i = (f0+4\*f1+f2)\*h/3;

printf("The value of integration =%f\n",i);

getch();

return 0;

}

Output:

Enter lower limit

0

Enter upper limit

2

The value of integration =2.000000

**Composite Simpson’s 1/3 rule**

**It is also called multi segment Simpson’s 1/3 rule. Just line in multiple segment trapezoidal rule, one can subdivide the interval [a,b] into k segments and apply Simpson’s 1/3 rule repeatedly over every two segments. Note that k needs to be even. Divide interval [a,b] into n equal segments so that the segment width is given by**

**h =**

**Apply Simpson’s 1/3 Rule over each two interval**

= = + +…..++

= \*[f(x0)+4\*f(x1)+f(x2)]+ \*[f(x2)+4\*f(x3)+f(x4)]+….+ \*[f(xn-2)+4\*f(xn-1)+f(xn)]

= \*[f(x0)+4\*{f(x1)+f(x3)+….+f(xn-1)}+ 2\*[f(x2)+f(x4)+f(x6)]+….+f(xn-2)}+f(xn)].(2)

Equation (2) is called composite Simson’s 1/3 rule

**Example:** Evaluate the ∫01exdx, by Composite Simpson’s ⅓ rule.

**Solution:**

Let us divide the range (0,1) into six equal parts by taking h = 1/6.

When, x0 = 0 then y0 =e0 = 1

Now, when;

x1 = x0+ h = ⅙, then y1 = e1/6 = 1.1813

x2 = x0+ 2h = 2/6 = 1/3 then, y2 = e1/3= 1.3956

x3 = x0+ 3h = 3/6 = ½ then y3 = e1/2= 1.6487

x4 = x0+ 4h = 4/6 ⅔ then y4= e2/3 = 1.9477

x5 = x0+ 5h = ⅚ then y5 = e5/6= 2.3009

x6= x0+ 6h = 6/6 = 1 then y6 = 2.7182

We know by Simpson’s ⅓ rule;

∫ab f(x) dx = h/3[(y0+yn) + 4(y1+y3+y5+….+yn-1)+2(y2+y4+y6+…..+yn-2)]

Therefore,

∫01exdx = 1/18[(1+2.718)+4(1.1813+1.6487+2.3009)+2(1.39561+1.9477)]

= 0.055[3.7182 + 20.52422 + 6.6866]

= 1.71828

**Example 2:** Apply Simpson’s 1/3 rule to calculate dx by using 4 segment and 8 segments

Solution:

Here, x0, xn=1.

For k=4

h = (xn-x0)/k = (1-0)/4 = 0.25

Now,

F(x0) = f(0) = 1

F(x1) = f(x0+h) = f(0.25) = 0.968

F(x2) = f(X0+2h) = f(0.5) = 0.866

F(x3) = f(x0+3h) = f(0.75) = 0.661

F(x4) = f(x0+4h) = f(1) = 0

From Simpson’s 1/3 composite rule, we have

= \*[f(x0)+4\*{f(x1)+f(x3)+….+f(xn-1)}+ 2\*[f(x2)+f(x4)+f(x6)]+….+f(xn-2)}+f(xn)]

= \*[f(x0)+4\*{f(x1)+f(x3)}+ 2\*{[f(x2)}+f(x4)]

= \*[1+4\*{0.968+0.661)}+ 2\*{0.866}+0)] = 0.771

For k=8.

Algorithm for Composite Simpson’s 1/3 rule

1. Start
2. Read value of upper limit xn and value lower limit x0
3. Read number of segments say k
4. Calculate h = (xn-x0)/k
5. Set result = f(x0)+f(xn)
6. For i-1 to k-1

Set result = result+4\*f(x0+i\*h)

i = i+2

1. For i=2 to k-2

Set result = result+2\*f(x0+i\*h)

i= i+2

1. Calculate the value of integration by using formula I = \*result
2. Display the value of integration “I”
3. Stop

**C program for composite Simpson’s1/3 rule**

#include<stdio.h>

#include<conio.h>

#include<math.h>

#define f(x) sqrt(1-x\*x)

int main()

{

float x0,x1,xn,f0,fn,f1,h,a,result,I;

int i,k;

printf("Enter lower limit\n");

scanf("%f",&x0);

printf("Enter upper limit\n");

scanf("%f",&xn);

printf("Enter number of segments\n");

scanf("%d",&k);

h = (xn-x0)/k;

x1 = x0+h;

f0 = f(x0);

fn = f(xn);

result = f0+fn;

for(i=1;i<=k-1;i=i+2)

{

a =x0+i\*h;

result = result+4\*f(a);

}

for(i=2;i<=k-2;i=i+2)

{

a =x0+i\*h;

result = result+2\*f(a);

}

I = h\*result/3;

printf("The value of integration =%f\n",I);

getch();

return 0;

}

Output:

Enter lower limit

0

Enter upper limit

1

Enter number of segments

4

The value of integration =0.770899

**Example 2:**  Apply Simpson’1/3 rule to calculate sinx dx using 6 segment

Solution:

Here x0=0, xn = π

For k=6,

H = (xn-x0)/6 = π/6

f(x0) = f(0) = 0

f(x1) = f(x0+h) = f(π/6) = 0.5

f(x2) = f(x0+2h) = f(π /3) = 0.866

f(x3) = f(x0+3h) = f(π/2) = 1

f(x4) = f(x0+4h) = f(2 π/3) = 0.866

f(x5) = f(x0+5h) = f(5 π /6)=0.5

f(x6) = f(x0+6h) = f(π) = 0

Now,

sinx dx = h/3{f(x0)+4{f(x1)+f(x3)}+2{f(x2)+f(x4)}+f(x6)} = π/18{0+4\*(0.5+1+0.5)+2\*(0.866+0.866)+0} = 2.007

**Simpson’s 3/8 Rule**

Simpson’s 3/8 rule for integration can be derived approximation the given function f(x with the third order polynomial or cubic polynomial.

= nh[f(x0)+ ∆ f(x0) + (2n2-3n)∆2 f(x0)+ [n3-4n2+4n]]∆3 f(x0)+…}]

Where h = (xn-x0)/n

By putting n=3 in above relation and neglecting higher order forward differences, it can be written as

= 3h[f(x0)+ ∆ f(x0) + ∆2 f(x0)+ ∆3 f(x0)}]

=[f(x0)+3f(x1)+3f(x2)+f(x3)]

This equation is called Simpson’3/8 rule.

**Example:** Apply Simpson’s 3/8 rule to calculate dx

Solution:

Here x0=0,xn = 1

h = (xn-x0)/3 = 0.33

Simpson’3/8 rule is given by

[f(x0)+3f(x1)+3f(x2)+f(x3)]

Since f(x) = dx

F(x0) = f(0) = 1

F(x1) = f(x0+h) = f(0.33) = 0.944

F(x2) = f(x0+2h) = f(0.66) = 0.751

F(X3) = f(x0+3h) = f(1) = 0

Thus,

[f(x0)+3f(x1)+3f(x2)+f(x3)] = [1+3\*0.944+3\*0.751+0] = 0.753

Example 2: Apply Simpson’s 3/8 rule to calculate )dx

Solution:

Here, h = (2-0)/3 = 0.666

Simpson’s 3/8 rule is given by:

[f(x0)+3f(x1)+3f(x2)+f(x3)]

Since f(x) = )dx

f(x0) = f(0) = 3

f(x1) = f(x0+h) = f(0.666) = 1.939

f(x2) = f(x0+2h) = f(1.332) = 1.328

f(x3) = (x0+3h) = f(2) = 1.049

Thus,

[f(x0)+3f(x1)+3f(x2)+f(x3)] = [3+3\*1.939+3\*1.328+1.049)] = 3.46

**Algorithm for Simpson’s 3/8 Rule**

1. Start
2. Read value of upper limit say x3
3. Read value of lower limit say x0
4. Set n=3
5. Computer h = (x3-x0)/n
6. Set x1 = x0+h
7. Set x2 = x0+2h
8. Compute f0 = f(x0), f1 = (x1), f2(x2), f3 = (x3)
9. Calculate the value of integration by using formula I = 3/8\*[f0+3\*f1+3\*f2+f3]
10. Display value of “I”
11. Stop

………………………………………………….

C program for composite Simpson’s 3/8 rule

//Lab 21: Write a C program to find integration

//using simpson 1/3 rule

#include<stdio.h>

#include<conio.h>

#include<math.h>

#define f(x) sqrt(1-x\*x);

int main()

{

float x0,x1,x2,x3,h,I,f0,f1,f2,f3;

printf("Enter upper limit\n");

scanf("%f",&x3);

printf("Enter lower limit\n");

scanf("%f",&x0);

h = (x3-x0)/3;

x1 = x0+h;

x2 = x0+2\*h;

x3 = x0+3\*h;

f0 = f(x0);

f1 = f(x1);

f2 = f(x2);

f3 = f(x3);

I = 3\*h\*(f0+3\*f1+3\*f2+f3)/8;

printf("Integration =%f",I);

getch();

return 0;

}

Output:

Enter upper limit

1

Enter lower limit

0

Integration =0.758062

**Composite Simpson’s 3/8 Rule :** It is also called multi-segment Simpson’s 3/8 rule. It divided the interval ]x0,xn] into k segments and apply the Simpson’s 3/8 rule repeatedly over each segment. Therefore k needs to be multiple of 3. The segment width is given by

h =

Apply Simpson’s 3/8 rule over each interval, then we have

= =[f(x0)+3f(x1)+3f(x2)+f(x3)]+[f(x3)+3f(x4)+3f(x5)+f(x6)]+……………+[f(xn-6)+3f(xn-5)+3f(xn-4)+f(xn-3)]+[f(xn-3)+3f(xn-2)+3f(xn-1)+f(xn)]

Or = =[f(x0)+3+2+f(xn)]…..(2)

This equation is called Composite Simpson’s 3/8 rule

Example 1: Calculate the integral of following tabulated function from x= 0 to x=1.7 using Simpson’s 3/8 rule.

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| X | 0 | 0.2 | 0.4 | 0.6 | 0.8 | 1.0 | 1.2 | 1.4 | 1.6 |
| F(X) | 0 | 0.24 | 0.55 | 0.92 | 1.63 | 1.84 | 2.37 | 2.95 | 3.56 |

Solution:

Here h=0.2

Composite Simpson’s 3/8 rule is given by = =[f(x0)+3+2+f(xn)]

I = [f(x0)+3{f(x1)+fx(x2)+f(x4)+f(x5)+f(x7)+f(x8)+2{f(x3)+f(x6)+f(x9)]

=[0+3(0.24+0.55+1.63+1.84+2.95)+2(0.92+2.37)] = 2.28

Example 2: Calculate the integral value of dx by using composite Simpson’s 3/8 rule with 9 segments:

Solution:

Here, h = (3-0)/9 = 0.3333

Composite Simpson’s 3/8 rule is given by

I = [f(x0)+3+2+f(xn)]

I = 3{f(x1)+f(x2)+f(x4)+f(x5)+f(x7)+f(x8)}+2{f(x3)+f(x6)+f(x9)}

Since f(x) =

F(x0) =f(0) = 0.25

F(x1) = f(x0+h) = f(0.333) = 0.23

F(x2) = f(x0+2h) = f(0.666) = 0.214

F(x3) = f(x0+3h) = f(1) = 0.2

F(x4) = f(x0+4h) = f(1.333) = 0.188

F(x5) = f(x0+5h) = f(1.666) = 0.176

F(x6) = f(x0+6h) = f(2) = 0.167

F(x7) = f(x0+7h) = f(2.333) = 0.158

F(x8) = f(x0+8h) = f(2.666) = 0.15

F(x9) = f(x0+9h) = f(3) = 0.143

Thus,

I = 3{f(x1)+f(x2)+f(x4)+f(x5)+f(x7)+f(x8)}+2{f(x3)+f(x6)+f(x9)}

= [0.25+3{0.23+0.214+0.188+0.176+0.158+0.15)+2\*(0.2+0.16)+0.167] = 1.118

**Algorithm for Composite Simpson 3/8 rule**

1. Start
2. Read the value of lower limit and upper limit x0 and xn
3. Read the number of segments say k
4. Calculate h = (xn-x0)/k
5. Computer result = f(x0)+f(xn)
6. For i=1 to k-1

if(mod3!=0)

result = result+3\*f(x0+i\*h)

else

result = result+2\*f(x0+i\*h)

1. End for
2. Calculate the value of integration by using formula v = 3/8\*h\*result
3. Stop

…………………………………………………

C p//Lab 21: Write a C program to find integration

//using simpson 3/8 rule

#include<stdio.h>

#include<conio.h>

#include<math.h>

#define f(x) sqrt(1-x\*x)

int main()

{

float x0,x1,xn,h,f0,fn,result,a,I;

int k,i;

printf("Enter lower limit\n");

scanf("%f",&x0);

printf("Enter upper limit\n");

scanf("%f",&xn);

printf("Enter number of segments\n");

scanf("%d",&k);

h = (xn-x0)/k;

f0 =f(x0);

fn = f(xn);

result = f0+fn;

for(i=1;i<=k-1;i++)

{

if(i%3!=0)

{

a = x0+i\*h;

result = result+3\*f(a);

}

else

{

a = x0+i\*h;

result = result+2\*f(a);

}

}

I= 3\*h\*result/8;

printf("Integration =%f",I);

getch();

return 0;

}

Output:

Enter lower limit

0

Enter upper limit

1

Enter number of segments

6

Integration =0.775806

**Gaussian Integration**

Newton Cotes formula was derived by integrating the Newton Gregory difference interpolating polynomial. Consequently, all the rules are based on evenly faced sampling points within the range of integral.

Gauss integration is based on the concept that the accuracy of numerical integration can be improved by choosing the sampling points wisely rather than on the basis of equal spacing. Consider a simple trapezoidal rule as shown below figure (a. Now, consider figure(b). Here, the straight line has been moved up such that area B = A+C. The sampling points are moved away from the end points. The function values at the end points are not in computation. Rather function values f(x1) and f(x2) are used to compute the shaded area. It is clear that that the area obtained from figure (b) would be much closer to the actual area. The problem is to compute the values of x1 and x2 given the values of a and b and to choose appropriate “weights w1 and w2. The method of implementing the strategy of finding appropriate values of xi and wi and obtaining the integral of f(x) is called the Gaussian integration or quadrature.

Thus, the two point Gauss Quadrature rule is an extension of the trapezoidal rule approximation where the arguments of the function are not predetermined as a and b but as unknown x1 and x2. So in the two point Gauss Quadrature rule, the integral is approximated as

I = dx ≈  c1f(x1)+c2f(x2)

There are four unknowns x1, x2, c1 and c2. These are found by assuming that the formula gives exact results for integrating a general third order polynomial,

f(x) = a0+a1x+a2x2+a3x3.

Hence,

dx = a0+a1x+a2x2+a3x3 dx = 2a0+ a2 …(1)

The formula gives,

dx = c1f(x1)+c2f(x2) = c1(a0+a1x1+a2x12+a3x13)+c2(a0+a1x2+a2x22+a3x23)

=a0(c1+c2)+a1(c1x1+c2x2)+a2(c1x12+c2x22)+a3(c1x13+c2x23) ….(2)

Thus, from equation (1) and equation (2), we get

2a0+ a2 = a0(c1+c2)+a1(c1x1+c2x2)+a2(c1x12+c2x22)+a3(c1x13+c2x23)

Equating the terms on both side, we get

c1+c2= 2

c1x1+c2x2 = 0

c1x12+c2x22 =

c1x13+c2x23 = 0

We can find that the above simultaneous nonlinear equations have only one acceptable solution

c1 = c2 = 1

x1 = - () = -0.5773505 and x2 = () = 0.5773505

dx = f(()+f(())

Since two points are chosen, it is called the two-point Gauss quadrature rule. Higher point versions can also be developed. The generalized n-point Gaussian quadrature rule is given as:

dx =

By using the procedure used in deriving two point Gaussian quadrature rule, we can calculate the parameters wi, zi for higher order versions of Gaussian quadrature. Some parameters for Gaussian integration is listed below:

For n=3

w1 = 0.55556 w2 = 0.88889 w3 = 0.55556

x1 = -0.7746 x2 = 0 x3 = 0.7746

For n = 4

w1 = 0.34785 w2 = 0.65215 w3 = 0.65215 w4 = 34785

x1 = -0.86114 x2 = -0.33998 x3 = 0.33998 x4 = 0.86114

Example: Compute ex dx using two point Gauss Legendre formula

Solution:

Using two-point Gauss Legendre formula, we have

ex dx = f(x1) +f(x2)

Where x1 and x2 are Gaussian quadrature points and are given by

X1 = - () = -0.5773505 and x2 = () = 0.5773505

Therefore,

I = e(-0.5773505) +e(0.5773505)

= 2.3426961.

**Changing Limit of Integration:** Note that the Gaussian formula imposes a restriction on the limits of integration to be from -1 to 1. This restriction can be overcome by using the technique of “interval transformation” used in calculus. Let

f(x) dx = C g(z) dz

Assume the following transformation between x and the new variable z

x = Az+B

This must satisfy the following conditions:

At x = a ,z=-1 and x=b z=1

That is,

B-A = a

A+B = b

Then

A = and B =

Therefore,

x = z+

dx =

This implies that

C =

Then the integral becomes,

g(z) dz

The Gaussian formula for this integration is:

g(z) dz = wig(zi)

Where wi and zi are the weights and quadrature points for the integration domain (-1,1)

**Example:** Compute the integral e-x/2 dx using Gaussian two point formula

Solution:

Here n =2 and therefore

Ig = [w1g(z1)+w2g(z2)]

x = z+ = 2z

C = = (2+2)/2 = 2

Therefore,

g(z) = e-(2z)/2 = e-z

For a two point formula

w1 = w2 = 1

z1 = - () = -0.5773505 and z2 = () = 0.5773505

Upon substitution of these values, we get

Ig = 2\*[e -()+e ()] = 4.685322

**Algorithm for Gaussian Integration**

1. Start
2. Read value of lower and upper bound say a and b
3. Set w1 = w2 =1, z1 = -0.57735, z2 = 0.57735
4. Compute x1 = z1+
5. x1 = z1+
6. Compute v = x1 = {f(x1)+f(x2)}
7. Display “v”
8. Stop

C Program to calculate integral using Gaussian Integration

#include<stdio.h>

#include<conio.h>

#include<math.h>

#define f(x) x\*x\*x+1

int main()

{

float a,b,z1,z2,c1,c2,x1,x2,v;

printf("Enter lower limit\n");

scanf("%f",&a);

printf("Enter upper limit\n");

scanf("%f",&b);

c1=c2=1;

z1 = -0.57735;

z2 = 0.57735;

x1 = (b-a)/2\*z1+(b+a)/2;

x2 = (b-a)/2\*z2+(b+a)/2;

v = (b-a)/2\*((f(x1))+f(x2));

printf("Value of integration =%f",v);

getch();

return 0;

}

Output:

Enter lower limit

2

Enter upper limit

4

Value of integration =61.999996

**Romberg Integration**

It is clear that the accuracy of a numerical integration process can be improved in two ways:

1. By increasing the number of subintervals. That is by decreasing h. This decreases the magnitude of error items. Here the order of the method is fixed.
2. By using higher order methods. This eliminates the lower order errors items. Here the order of the method is varied and therefore, this method is known as variable order approach

The variable order method can be implemented using Richardson’s extrapolation technique. As we know, this technique involves combining two estimates of a given order to obtain a third estimate of higher order. The method that incorporates this process to the trapezoidal rule is called Romberg integration.

According to the Euler Maclaurin formula, the error expansion for trapezoidal rule approximation to a define a integral is of the form:

f(x) dx –T(h) = a2h2+a4h4+a6h6+…… (1)

T(h) is the trapezoidal approximation with step size = (b-a)/n = h

Let us define

T(h,0) = T(h)

to indicate that T(h) is the trapezoidal rule with no Richardson’s extrapolation being applied(zero level extrapolation). Thus equation (1) can be written as

I = T(h,0)+ a2h2+a4h4+a6h6+……(2)

Let us have another estimate with step size = (b-a)/2n = h/2 (at zero level extrapolation) as

I = T(h/2,0) + h2+ h4 + h6+…………………(3)

By multiplying equation (3) by 4 and then subtracting equation (2) from the resultant equation, we get

I = +b4h4+b6h6+…….

= T(h/2,1)+ b4h4+b6h6+……………………..(4)

Where

T(h/2,1) =

is the corrected trapezoidal formula using Richardson’s extrapolation technique “once” (level 1). The truncation error is of the order h4 instead of h2 which is the order in the “uncorrected” trapezoidal formula.

Now we can apply Richardson’s extrapolation technique once more to equation (4) to eliminate the error term containing h4. The result would be

I = +b6h6+…….

= T(h/4,2)+C6h6+….

Where

T(h/4,2) =

Is the estimate, refined again by applying Richardson’s extrapolation a second time (level 2). Similarly, we can obtain an estimate with third level correction as:

T(h/8,3) =

The entire process of repeated use of Richardson’s extrapolation technique can be represented in general form as:

T(h/2j,j) = ……(5)

Where i=0,1,2… denotes the depth of division and j ≤ i denotes the level of improvement

We can further simplify the notation of equation (5) by defining

Ri,j = T(h/2j,j)

Thus, we have,

Rij = ………(5)

Equation (5) is known as Romberg integration formula. Note that this equation when extended will form a lower diagonal matrix. The elements of the matrix R are computed row by row in the order indicated as in the following figure. The circled numbers indicate the order of computations and the arrows indicate the dependencies of elements. An element at the head end depends on the element at the tail end.

R(0,0)

R(2,0)

R(1,0)

R(1,1)

R(3,0)

R(2,1)

R(3,1)

R(2,2)

R(3,2)

R(3,3)

Elements in the first column represent trapezoidal rule at h, h/2 , h/4 etc. They can be evaluated recursively as follows:

h = (b-a)

R(0,0) = h/2[f(a)+f(b)]

R(i,0) = +hi f(x2k-1) for i=1,2.. (6)

Where

hi = (b-a)/2i

xk = a+khi

Equation (6) is known as recursive trapezoidal rule

**Example:** Compute Romberg estimate R22 for 1/x dx

Solution:

First we apply the basic trapezoidal rule to obtain R(0,0)

R(0,0) = h/2[f(a)+f(b)] = (2-1)/2[1+1/2] = 0.75

Now, we obtain R(1,0) = + h1f(x1) = + \* = 0.7083333

R(2,0) = +h2[f(x1)+f(x3)] = + [f(1.25)+f(1.75) = 0.6970237

Now, Romberg approximation can be obtained using equation

R(1,1) = = = 0.6944444

R(2,1) = = = 0.6932538

R(2,2) = = = 0.6931744

Correct answer = 0.6931471

Error = 0.0000273

**Algorithm for Romberg Integration**

1. Start
2. Read lower limit and upper limit say x0 and xn
3. Compute h = (xn-x0)
4. Read value of p and q for Tpq
5. Compute T(0,0) using formula T(0,0) = h/2\*[f(x0)+f(x1))
6. For i=1 to p

T[i][0] = T[i-1][0]/2+h/2i\* f(x0+(2k-1)/2i)

1. End for
2. For c=1 to p

For k=1 to c

m= c-k

if(k<=q)

T[m+k][k] = (4k \*T[m+k][k-1]-T[m+k-1][k-1])/4k-1)

1. End for
2. Display Romberg estimate of integration T[p][q]
3. stop

C program for Romberg Integration

#include<stdio.h>

#include<conio.h>

#include<math.h>

float f(float x)

{

if(x==0)

return 1.0;

else

return sin(x)/x;

}

int main(){

float x0,xn,t[10][10],h,sm,sl,a;

int i,k,c,r,m,p,q;

printf("Enter lower and upper limit:");

scanf("%f%f",&x0,&xn);

printf("enter p and q required T(p,q):");

scanf("%d%d",&p,&q);

h=xn-x0;

t[0][0]=h/2\*((f(x0))+ (f(xn)));

for(i=1;i<=p;i++){

sl=pow(2,i-1);

sm=0;

for(k=1;k<=sl;k++){

a=x0+(2\*k-1)\*h/pow(2,i);

sm=sm+(f(a));

}

t[i][0]=t[i-1][0]/2+sm\*h/pow(2,i);

}

for(c=1;c<=p;c++){

for(k=1;k<=c && k<=q;k++){

m=c-k;

t[m+k][k]=(pow(4,k)\*t[m+k][k-1]-t[m+k-1][k-1])/(pow(4,k)-1);

}

}

printf("Romberg estimate of integration =%f",t[p][q]);

return 0;

}